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Symbolic execution: example

\[ l_0 : \quad x := \text{input}(); \]
\[ l_1 : \quad \textbf{while} \ x > 0 \ \textbf{do} \]
\[ l_2 : \quad x := x - 1; \]
\[ l_3 : \quad \text{done} \]

\[ \langle l_0, \{ x \mapsto \bot \} \rangle \]
\[ \downarrow \]
\[ \langle l_1, \{ x \mapsto 1 \} \rangle \]
\[ \downarrow \]
\[ \langle l_2, \{ x \mapsto 1 \} \rangle \]
\[ \downarrow \]
\[ \langle l_1, \{ x \mapsto 0 \} \rangle \]
\[ \downarrow \]
\[ \langle l_3, \{ x \mapsto 0 \} \rangle \]

\[ \langle l_0, \{ x \mapsto \bot \}, \text{true} \rangle \]
\[ \downarrow \]
\[ \langle l_1, \{ x \mapsto X \}, \text{true} \rangle \]
\[ \downarrow \]
\[ \langle l_3, \{ x \mapsto X \}, \neg (X > 0) \rangle \]
\[ \langle l_2, \{ x \mapsto X \}, X > 0 \rangle \]
\[ \downarrow \]
\[ \langle l_1, \{ x \mapsto X - 1 \}, X > 0 \rangle \]
\[ \downarrow \]
\[ \langle l_3, \{ x \mapsto X - 1 \}, \neg (X > 1) \rangle \]
\[ \langle l_2, \{ x \mapsto X - 1 \}, X > 1 \rangle \]
\[ \downarrow \]
\[ \ldots \]
Partial evaluation

- Extension of standard execution for some unknown input data (symbolic values)

- Usually an overapproximation of standard execution
  - requires subsumption and abstraction for termination

- Mainly used for program specialization in declarative (functional, logic, etc) languages
Partial evaluation

- Extension of standard execution for **some unknown input data** (symbolic values)

- Usually an **overapproximation** of standard execution
  - requires **subsumption** and **abstraction** for **termination**

- Mainly used for **program specialization in declarative** (functional, logic, etc) **languages**
Partial evaluation

- Extension of standard execution for some unknown input data (symbolic values)
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Partial evaluation: example

\[
\begin{align*}
\text{power } x \ 0 & \quad = \quad 1 \\
\text{power } x \ 1 & \quad = \quad x \\
\text{power } x \ n & \quad = \quad x \times \text{power } x \ (n - 1)
\end{align*}
\]

\[
\begin{align*}
\text{power } x \ (n + 2) & \\
\downarrow & \\
x \times \text{power } x \ (n + 1) & \\
\{ n \mapsto 0 \} & \\
\downarrow & \\
x \times x & \\
\text{power } x \ (m + 1) & \\
\{ n \mapsto m + 1 \} & \\
\downarrow & \\
x \times x & \\
x \times x \times \text{power } x \ (m + 1) & \\
\end{align*}
\]

\[
\begin{align*}
\Rightarrow \\
\text{power}_{+2} \ x \ n & \quad = \quad x \times \text{power}_{+1} \ x \ n \\
\text{power}_{+1} \ x \ 0 & \quad = \quad x \times x \\
\text{power}_{+1} \ x \ n & \quad = \quad x \times x \times \text{power}_{+1} \ x \ (n - 1)
\end{align*}
\]
Partial evaluation: example

\[
\begin{align*}
power \times 0 &= 1 \\
power \times 1 &= x \\
power \times n &= x \times power \times (n - 1)
\end{align*}
\]

\[
\begin{array}{ccc}
\text{power} \times (n + 2) & \downarrow & \\
\times \times \text{power} \times (n + 1) & \downarrow & \\
\times \times \times \text{power} \times (m + 1) & \uparrow & \\
\end{array}
\]

\[
\begin{align*}
power_{+2} \times n &= x \times power_{+1} \times n \\
power_{+1} \times 0 &= x \times x \\
power_{+1} \times n &= x \times x \times power_{+1} \times (n - 1)
\end{align*}
\]
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Partial evaluation: example

\[
\begin{align*}
\text{power } x 0 &= 1 \\
\text{power } x 1 &= x \\
\text{power } x n &= x \times \text{power } x (n-1)
\end{align*}
\]

\[
\begin{align*}
\text{power } x (n+2) \\
\downarrow \\
\times \times \text{power } x (n+1) \\
\{n \rightarrow 0\} \\
\downarrow \\
\times \times x \times \text{power } x (m+1) \\
\{n \rightarrow m+1\} \\
\end{align*}
\]

\[
\Rightarrow
\begin{align*}
\text{power}_{+2} x n &= \times \times \text{power}_{+1} x n \\
\text{power}_{+1} x 0 &= \times \times x \\
\text{power}_{+1} x n &= \times \times x \times \times \text{power}_{+1} x (n-1)
\end{align*}
\]
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Example

\[\begin{align*}
\text{l}_0 &: \quad x := \text{input}(); \\
\text{l}_1 &: \quad \text{while } x > 0 \text{ do} \\
\text{l}_2 &: \quad x := x - 1; \\
\text{l}_3 &: \quad \text{done}
\end{align*}\]

Terminating! (using AProVE)
Example

\[ l_0 : \ x \ := \ \text{input}(); \]
\[ l_1 : \ \text{while} \ x > 0 \ \text{do} \]
\[ l_2 : \ x \ := \ x - 1; \]
\[ l_3 : \ \text{done} \]

\[
\langle l_0, \{x \mapsto \bot\}, \text{true} \rangle \\
\downarrow \\
\langle l_1, \{x \mapsto X\}, \text{true} \rangle \\
\downarrow \\
\langle l_2, \{x \mapsto X\}, X > 0 \rangle \\
\downarrow \\
\langle l_1, \{x \mapsto X - 1\}, X > 0 \rangle \\
\downarrow \\
\langle l_3, \{x \mapsto X - 1\}, \neg(X > 0) \rangle \\
\downarrow \\
\langle l_3, \{x \mapsto X - 1\}, \neg(X > 1) \rangle
\]

\[
f_0 \ = \ f_1 \ x \\
f_1 \ x \ = \ \text{if} \ (x > 0) \ \text{then} \ f_3 \ x \ \text{else} \ f_4 \ x \\
f_4 \ x \ = \ f_5 \ (x - 1) \\
f_5 \ x \ = \ \text{if} \ (x > 0) \ \text{then} \ f_3 \ x \ \text{else} \ f_4 \ x
\]

Terminating! (using AProVE)
Example

\[ l_0 : \quad x := \text{input}(); \]
\[ l_1 : \quad \text{while } x > 0 \text{ do} \]
\[ l_2 : \quad x := x - 1; \]
\[ l_3 : \quad \text{done} \]

\[ \langle l_0, \{ x \mapsto \bot \}, \text{true} \rangle \]
\[ \downarrow \]
\[ \langle l_1, \{ x \mapsto X \}, \text{true} \rangle \]
\[ \downarrow \]
\[ \langle l_3, \{ x \mapsto X \}, \neg (X > 0) \rangle \quad \langle l_2, \{ x \mapsto X \}, X > 0 \rangle \]
\[ \downarrow \]
\[ \langle l_1, \{ x \mapsto X - 1 \}, X > 0 \rangle \]
\[ \downarrow \]
\[ \langle l_3, \{ x \mapsto X - 1 \}, \neg (X > 1) \rangle \quad \langle l_2, \{ x \mapsto X - 1 \}, X > 1 \rangle \]

\[ f_0 = f_1 x \]
\[ f_1 x = \text{if } (x > 0) \text{ then } f_3 x \text{ else } f_4 x \]
\[ f_4 x = f_5 (x - 1) \]
\[ f_5 x = \text{if } (x > 0) \text{ then } f_3 x \text{ else } f_4 x \]

Terminating! (using AProVE)
Proof-of-concept implementation

SETT (Symbolic Execution-based Termination Tool)

- simple imperative programs with integers, basic arithmetic, assignments, conditionals and jumps

web interface: http://kaz.dsic.upv.es/sett/
Conclusions

- Powerful scheme for proving program termination

- Same scheme can be used
  - for other (dynamic) programming languages (Erlang, JavaScript)
  - for other (liveness) properties